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ABSTRACT
A prior study of short-time time-reversal showed sideband modulation occurs for short time durations, creating overtones for single sinusoidal signals. In this paper, we examine the overtones created by short-time time-reversal and the tonal relation between the overtones and the input signal. We present three methods of using short-time time-reversal for harmonizing audio signals. Then modifications to the previous short-time time-reversal needed to implement the proposed methods are described.

1. INTRODUCTION

In a previous paper [1], the general analysis of short-time time-reversal (STTR) was covered. It was shown that for very short window lengths, less than 30 ms, STTR has a sideband modulation effect, a form of spectral aliasing, that creates overtones for single sinusoidal signals and the possibility of exploiting this property for use as a harmonizing effect was briefly mentioned. In this paper, we will examine the overtones created by STTR on sinusoidal signals and propose methods for using STTR as a harmonizing effect.

Harmonizing effects, an application of pitch-shifting, is a widely used audio effect [2] popularized by the Eventide Harmonizer series. Previous implementations of harmonizing effects include delay-line modulation [3, 4, 5] and phase-vocoders [6, 7].

STTR can be categorized as a delay-line modulation. However, it is not a direct application of pitch shifting. The overtones occur naturally from a form of sideband modulation that arises by STTR. Because of this, a harmonizing effect using STTR can be implemented very efficiently. For 50% overlap-add STTR, only a single delay line per channel and two read pointers are needed [1].

2. SHORT-TIME TIME-REVERSAL

STTR is a linear time-variant filter where the audio signal is windowed and the signal under the window is time reversed in place. In this section, we review the STTR equations and specify the parameters that will be used in the following sections.

2.1. The STTR Equations

In [1], the equations for STTR in both the time-domain and the frequency-domain were derived. For input signal \( x(t) \), the output of STTR \( y(t) \) and its frequency response \( Y(f) \) is as below, where \( w_L(t) \) is the windowing function of length \( L \) used for time reversal and \( R \) is the step size used for overlap-add.

\[
y(t) = \sum_{m=-\infty}^{\infty} x(-t + 2mR)w_L(t - mR)
\]  

(1)

Figure 1: A visualization of equation (1), the STTR output for a single sinusoid. The dotted vertical lines mark multiples of \( f_R \). Figure 1a shows the simple case where \( f_0 < \frac{f_R}{2} \). The amplitude of the impulse at \( f_R \) is found by sampling the window function \( W_L(f) \) at \( f_R \), [1] shows the generic case where \( f_0 > f_R \). In such cases, the fundamental frequency, \( f_0 = f_R \), might not have the greatest amplitude, which can be used to harmonize the original signal.

\[
Y(f) = \frac{1}{R} \sum_{k=-\infty}^{\infty} X(f - kR) W_L(2f - kR)
\]  

(2)

As an added constraint to preserve signal power, \( w_L(t) \) and \( R \) must satisfy constant overlap-add.

\[
\sum_{m=-\infty}^{\infty} w_L(t - mR) = 1
\]  

(3)

2.2. STTR for Single Sinusoid Input

For a single sinusoid input \( x(t) = \cos(2\pi f_0 t + \phi) \), the STTR output is

\[
Y(f) = \frac{1}{2R} \sum_{k=-\infty}^{\infty} \left\{ e^{j\phi} W_L(f + kR) \delta(f - f_0) + e^{-j\phi} W_L(f - kR) \delta(f - f_0) \right\}
\]  

(4)

where \( f_R = \frac{1}{R} \) and \( f_R \) is the frame rate.
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We see that STTR creates overtones at frequencies $f_{0}^{\pm 1}$, $f_{0}$ above and below multiples of $f_{R}$. Note that the fundamental frequency of the input is $f_{0} = f_{R}^{-1}$. The amplitude for each overtone is proportional to $W_{L}(f_{k}^{2})$, the window spectrum sampled at $2f_{R}$ above and below multiples of $f_{R}$. This is illustrated in Figure 1a.

Figure 1b illustrates a general case where the overtone with the greatest amplitude is not the fundamental frequency $f_{0}$. This is further visible in Figure 2a STTR output for a linear sine sweep. The main diagonal is the fundamental frequency (Figure 2a), however the main diagonal of the output (Figure 2b) does not always have the greatest magnitude. This gives rise to the possibility of using STTR to harmonize an input signal.

2.3. Fixed Overlap-add Ratio

To simplify implementation, we use a fixed overlap-add ratio. In effect, the window function becomes dependent of the step size $R$. For a fixed overlap-add ratio $\alpha = R/L$, the window length is $L = R/\alpha = \frac{1}{\alpha}f_{R}$. The window spectrum $W_{L}(f) = \frac{1}{\alpha}W_{R}(f)$ stretches in the frequency domain relative to $f_{R}$.

An interesting example is when the window function is of the generalized Hamming window family. In this case, the window spectrum is zero at frequencies $f = k \times 1/L = k \times \alpha f_{R}$, where $k$ is an integer other than $-1, 0, 1$. For 50% overlap-add, the window spectrum will be zero at multiples of $f_{R}/2$ except for $f = 0, \pm f_{R}/2$. This means that for octaves of $f_{R}/2$, $f_{0} = nf_{R}/2$, where $n$ is a natural number, no overtones will occur.

3. OVERTONE ANALYSIS

In this section, we take a look at examples to understand the overtones created by STTR, then generalize the results to obtain an overtone map. For the examples, we will use 50% overlap-add ($\alpha = 0.5$) with a Hann window.

3.1. Example 1: $f_{0} = f_{R}$

We first look at the simple case where the frame rate is equal to the input frequency. For $f_{0} = f_{R}$, $W_{R}(f) = 0$ at $f = k \times f_{R}/2$ for integer $k$ other than $-1, 0, 1$. Using this fact, equation (4) simplifies to,

$$Y(f) = \frac{1}{2R} \left\{ e^{i\phi}W_{2R}(f_{k}^{2})\delta(f - f_{k}^{-1}) + e^{-i\phi}W_{2R}(f_{k}^{-2})\delta(f - f_{k}^{-1}) \right\}$$

$$= \frac{1}{2} \left\{ e^{i\phi}\delta(f + f_{0}) + e^{-i\phi}\delta(f - f_{0}) \right\}$$

The output in this case is the conjugate of the input, $\overline{X(f)}$, in the frequency domain, which is the time reversed version of the input signal in the time domain. This makes sense since we are reversing two full periods of $x(t)$ which in effect does nothing to the fundamental frequency. However, from an STTR perspective, it is an overtone at $f_{k}^{-1} = 2f_{R} - f_{0}$, not the original input $f_{0} = f_{R}^{-1}$, that represents the signal (Figure 3).

3.2. Example 2: 5 Semitone Difference

We next look at an example where the input frequency is a perfect 4th (5 semitones) above the frame rate, i.e. $f_{0} = 2^{5/12} \times f_{R}$. For this case, most of the overtones are not zero (Figure 4) and thus equation (4) will not simplify like the previous case.

Figure 5 shows the annotated peaks along with the spectrum of the STTR output. We see that $f_{0}$ is not the most prominent frequency. To make tonal sense of the overtones, the peaks are annotated with the closest musical interval relative to $f_{R}$ in Figure 5. The most prominent overtone is approximately a major 6th
Figure 4: Plots illustrating the STTR overtones for $f_R = 2^{5/12} \times f_0$ with a Hann window where $f_R = 500 \text{ Hz}$. $W(f_{k \pm 2})$ is mostly non-zero in this case (Figure 4a), and as a result there are many overtones in the output signal (Figure 4b). Figure 4c shows the peaks greater than −45 dB annotated with the musical interval with $f_R$ as the key. The greatest frequency is neither $f_0$ nor $f_R$.

(9 semitones) above the frame rate and a major 3rd (4 semitones) above the input frequency. Other prominent overtones are octaves of the input frequency. Playing a major scale in the key of $f_R$, the STTR output of a perfect 4th will approximately be in harmony. From the perspective of the input signal, setting the frame rate to be 5 semitones lower than the input frequency will result in a major 3rd harmony.

3.3. STTR Overtone Table

Using the method in the example above, we can map overtones greater than a reasonable threshold to the closest musical interval and find harmonizing notes for each semitone difference between $f_0$ and $f_R$.

Figure 5 shows an example STTR overtone table with overtones on a major scale in bold. The first column lists the semitone difference relative to $f_R$. The second column shows the abbreviated musical interval with respect to the tonic. The abbreviation indicates the type of interval (Major, minor, Perfect) and the semitone difference from the key. TT denotes a tritone.

For this case, playing the notes 0, 5, 7, 12 semitones above $f_R$ will keep the harmonies on a major scale. Not surprisingly, the aforementioned intervals are known as the perfect intervals, intervals that occur as harmonics.

One point to note is that the overtones may vary over octaves, though overall the overtones between octaves are similar. For example, in Figure 5, the overtones of a major third -8 semitones below $f_R$ are different from those of a major third 4 semitones above $f_R$.

For more general use, we can pre-compute the prominent overtone frequencies and save the ratio between the overtone frequency and the frame rate, then use this as a lookup table for harmonizing.

This is an example of using STTR to harmonize an input signal. In the next section, different methods of using STTR as a harmonizing effect are covered.

Figure 5: Visualization of an STTR overtone table. The STTR settings are 50% overlap-add using a Hann window. In this instance, the tonic is equal to $f_R$. The rows span 1 octave above and below the tonic. The table only shows overtones greater than −45 dB with respect to the input signal. The overtones are annotated with the closest musical interval with the actual semitone difference and cent offsets in parenthesis. The text is scaled linearly by the overtone amplitude. Overtones that fall on a major scale with $f_R$ as the tonic are shown in bold.¹

³An interactive version of the STTR overtone table can be found at [https://ccrma.stanford.edu/~hskim08/sttr/harmonize/](https://ccrma.stanford.edu/~hskim08/sttr/harmonize/) Source code, compiled audio plug-ins and sound examples are also available at the URL.
4. HARMONIZING METHODS

From equation [4], we can express the frequencies and amplitudes of the overtones as

\[
I_{\nu}^\text{\nu} = f_0(k \pm \beta) = f_0(k/\beta \pm 1).
\]

(6)

\[
W_L(f_0^\nu) = W_L(f_0(k \pm 2\beta)) = W_L(f_0(k/\beta \pm 2))
\]

(7)

where \( \beta = f_0/f_R \). The overtones can be expressed relative to the input frequency \( f_0 \) or the frame rate \( f_R \).

Since \( f_R \) will be determined by the input signal, to use STTR as a harmonizing effect we have three choices, a) fix \( f_0 \) and choose \( f_R \) respectively, b) fix \( \beta \) by changing \( f_R \) with respect to \( f_0 \) or c) change both \( f_R \) and \( \beta \) according to some rule.

4.1. Fixed \( f_R \)

In Section 3.3, we covered an example of harmonizing a signal with a tonic \( f_0 \), to be equal to the frame rate \( f_R \). An extension of this approach is to separate the tonic from the frame rate by specifying an offset factor \( n_{\text{offset}} \) such that \( f_{\text{tonic}} = 2^{n_{\text{offset}}/12} f_R \).

Figure 6 is an overtone table with \( n_{\text{offset}} = 5 \). With this setting, most of the notes on a major scale will loosely sound harmonized with a few out-of-scale overtones.

### Table: Semitones Overtones

<table>
<thead>
<tr>
<th>Semitones</th>
<th>Overtones</th>
</tr>
</thead>
<tbody>
<tr>
<td>-7</td>
<td>P1 (12 -0.06)</td>
</tr>
<tr>
<td>-6</td>
<td>M1 (15 -0.30)</td>
</tr>
<tr>
<td>-5</td>
<td>M2 (14 -0.30)</td>
</tr>
<tr>
<td>-4</td>
<td>M3 (16 -0.30)</td>
</tr>
<tr>
<td>-3</td>
<td>P1 (12 -0.06)</td>
</tr>
<tr>
<td>-2</td>
<td>P1 (12 -0.06)</td>
</tr>
<tr>
<td>-1</td>
<td>M2 (14 -0.30)</td>
</tr>
<tr>
<td>0</td>
<td>M1 (15 -0.30)</td>
</tr>
<tr>
<td>1</td>
<td>P1 (12 -0.06)</td>
</tr>
<tr>
<td>2</td>
<td>M2 (14 -0.30)</td>
</tr>
<tr>
<td>3</td>
<td>M3 (16 -0.30)</td>
</tr>
<tr>
<td>4</td>
<td>P1 (12 -0.06)</td>
</tr>
<tr>
<td>5</td>
<td>M2 (14 -0.30)</td>
</tr>
<tr>
<td>6</td>
<td>M1 (15 -0.30)</td>
</tr>
<tr>
<td>7</td>
<td>P1 (12 -0.06)</td>
</tr>
<tr>
<td>8</td>
<td>M2 (14 -0.30)</td>
</tr>
<tr>
<td>9</td>
<td>M3 (16 -0.30)</td>
</tr>
<tr>
<td>10</td>
<td>P1 (12 -0.06)</td>
</tr>
<tr>
<td>11</td>
<td>M2 (14 -0.30)</td>
</tr>
<tr>
<td>12</td>
<td>M1 (15 -0.30)</td>
</tr>
</tbody>
</table>

Figure 6: Visualization of an STTR overtone table (50% overlap-add, Hann window) with \( f_{\text{tonic}} \), 5 semitones above \( f_R \). The first column shows the semitone difference of \( f_0 \) and \( f_R \) while the second column shows the musical interval of \( f_0 \) relative to \( f_{\text{tonic}} \).

The advantage of this approach is that it requires no additional computation apart from that of standard STTR. It also presents a characteristic harmonizing scheme determined by the window function. However, finding a setting that works for all notes on a desired musical scale becomes a nontrivial search problem.

4.2. Fixed \( \beta \)

Another approach would be to keep the ratio between \( f_0 \) and \( f_R \) constant. This will keep the overtone intervals constant relative to \( f_0 \). This can be viewed as a form of pitch shifting, especially in the case where there is a single dominant overtone. However for most cases, there are many overtones so it will be a harmonizing effect.

\( f_R \) now becomes a function of \( f_0 \) by \( f_R(f_0) = f_0/\beta \). This approach requires a fundamental frequency (F0) estimator. F0 estimation is a well studied area with many proposed solutions [8, 9, 10, 11].

We also need to decide what value of \( \beta \) to use, or what set of overtones to use. In Figure 7, the overtones are mapped to the musical interval relative to \( f_0 \). We can use this table to select \( \beta \) and in turn choose the overtones to use.

### Table: Semitones Overtones

<table>
<thead>
<tr>
<th>Semitones</th>
<th>Overtones</th>
</tr>
</thead>
<tbody>
<tr>
<td>-12</td>
<td>P1 (0 -0.00)</td>
</tr>
<tr>
<td>-11</td>
<td>M7 (7 -0.08)</td>
</tr>
<tr>
<td>-10</td>
<td>M6 (4 -0.30)</td>
</tr>
<tr>
<td>-9</td>
<td>P4 (7 -0.37)</td>
</tr>
<tr>
<td>-8</td>
<td>M3 (4 -0.21)</td>
</tr>
<tr>
<td>-7</td>
<td>M1 (2 -0.06)</td>
</tr>
<tr>
<td>-6</td>
<td>M6 (-15 -0.26)</td>
</tr>
<tr>
<td>-5</td>
<td>P4 (-9 +0.06)</td>
</tr>
<tr>
<td>-4</td>
<td>TT (6 -0.41)</td>
</tr>
<tr>
<td>-3</td>
<td>M3 (4 -0.21)</td>
</tr>
<tr>
<td>-2</td>
<td>TT (6 -0.41)</td>
</tr>
<tr>
<td>-1</td>
<td>M1 (2 -0.06)</td>
</tr>
<tr>
<td>0</td>
<td>P1 (0 +0.00)</td>
</tr>
<tr>
<td>1</td>
<td>m7 (7 -0.06)</td>
</tr>
<tr>
<td>2</td>
<td>M6 (4 -0.26)</td>
</tr>
<tr>
<td>3</td>
<td>P4 (7 -0.37)</td>
</tr>
<tr>
<td>4</td>
<td>M3 (4 -0.21)</td>
</tr>
<tr>
<td>5</td>
<td>TT (6 -0.41)</td>
</tr>
<tr>
<td>6</td>
<td>P1 (0 +0.00)</td>
</tr>
<tr>
<td>7</td>
<td>M6 (4 -0.26)</td>
</tr>
<tr>
<td>8</td>
<td>P4 (7 -0.37)</td>
</tr>
<tr>
<td>9</td>
<td>M3 (4 -0.21)</td>
</tr>
<tr>
<td>10</td>
<td>TT (6 -0.41)</td>
</tr>
<tr>
<td>11</td>
<td>M1 (2 -0.06)</td>
</tr>
<tr>
<td>12</td>
<td>P1 (0 +0.00)</td>
</tr>
</tbody>
</table>

Figure 7: Visualization of an STTR overtone table (50% overlap-add, Hann window) with the overtones annotated with musical intervals relative to \( f_0 \). The “Semitones” column in this table can be translated to \( \beta \), the ratio between \( f_0 \) and \( f_R \).
4.3. Variable $f_R$ and $\beta$

One possibility of solving the limitations of the two previous examples, would be a hybrid approach where for a given $f_0$, we would find a value $\beta$ that keeps the overtones within a given key with tonic $f_{\text{tonic}}$. In this case, $\beta$ becomes a function of $f_0$. Thus $f_R(f_0) = f_0(\beta(f_0, f_{\text{tonic}}))$. This becomes an extension of the search problem briefly mentioned in Section 4.1. Here we need to find a function or mapping $\beta(f_0, f_{\text{tonic}})$ such that the resulting overtones mostly fall on the target scale. This is an open-ended design problem that requires further study.

5. IMPLEMENTATION

The harmonizing methods covered in the previous section work by setting the frame rate $f_R$. It does not affect the STTR implementation itself. Only a front-end for controlling $f_R$ needs to be added. For STTR, the real-time implementation presented in the previous paper can be used. For STTR with 50% overlap-add, it was shown that the implementation only requires one delay line per channel and two reader pointers that are shared between the channels.

5.1. Fixed $f_R$

To implement the STTR harmonizing effect with fixed $f_R$, the frame rate needs to be restricted to a reasonable range. The STTR implementation in allowed for step sizes from 0.5 ms to 0.5 s. For user convenience, we changed the window length parameter, which is in milliseconds, to a MIDI note number ranging from 48 to 72, one octave below and above middle C (MIDI number 60). This corresponds to a step size of 1.9111 ms to 7.6445 ms. We add a Fine Tune parameter to allow a user to adjust $f_R$ by ± 50 cents.

Figure 8: Audio plug-in for fixed $f_R$ harmonizing effect. $f_R$ parameter is labeled Key.

5.2. Fixed $\beta$

For the fixed $\beta$ implementation, an F0 estimator is required to control the frame rate. For our implementation, we use the YIN algorithm. We expose $\beta$, the semitone offset of between $f_0$ and $f_R$, as a user parameter. We add a Fine Tune parameter to adjust $\beta$ by ± 50 cents.

While the YIN algorithm works well for single note input, it does not work well with signals with multiple fundamental frequencies. The decay from a previous note will often cause momentarily erroneous F0 estimates. While using a multiple F0 estimator $f_0$, the overtones mostly fall on the target scale. This is an open-ended design problem that requires further study.

Figure 9: Schematic and audio plug-in implementation of fixed $\beta$ harmonizing effect. In Figure, $\beta$ parameter is labeled Harmonize. The F0 estimation is shown below the controls.

Figure 9: Schematic and audio plug-in implementation of fixed $\beta$ harmonizing effect. In Figure, $\beta$ parameter is labeled Harmonize. The F0 estimation is shown below the controls.

6. CONCLUSION

For short window lengths, STTR creates overtones through sideband modulation. This property allows STTR to be used as a harmonizing effect without an explicit pitch shifting implementation. Thus, STTR can be used as an efficient method of implementing a harmonizing effect. We investigated the tonal relation of the overtones with respect to the frame rate and the frequency of a single sinusoidal input. These tonal relations can be saved as an STTR overtone table which then can be used as a guide when using STTR as a harmonizing effect. Three methods were proposed for harmonizing a signal using STTR of which two were covered in detail. The first method, fixed $f_R$, directly used an STTR overtone table for finding intervals that work for a given musical scale. The second method, fixed $\beta = f_0/f_R$, kept the overtones at a constant interval relative to the input signal. Implementation of the two methods requires little modification to the general STTR implementation. A front-end that controls the frame rate needs to be added which in the first case is trivial and in the latter case requires an F0 estimator.

Sound examples using the implementations explained can be found at [https://ccrma.stanford.edu/~hskim08/sttr/harmonize/examples.html](https://ccrma.stanford.edu/~hskim08/sttr/harmonize/examples.html)
The analysis in this paper was focused on single sinusoids signals. The next step would be to analyze the effects of signals with harmonics. From our observations for STTR with 50% overlap-add using a Hann window, octaves generally had similar overtone relations to the input signal, though not strictly identical. However this cannot be said for the partials.

The requirements for constant overlap-add windows for the 50% overlap-add case was previously covered, outlining the possibility of designing windows [1]. By designing window functions tailored to STTR harmonizing, we could further control the overtones.

In Section 4.3 a variable $\beta$ harmonizing scheme was briefly covered. Together with window design, this opens possibilities of extending STTR harmonizing such that it can harmonize input signals to a given scale without the limitations of the two implemented methods.
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